WEB700 Assignment 2

# Submission Deadline:

Saturday, Feb 3rd @ 11:59 PM

# Assessment Weight:

9% of your final course Grade

# Objective:

The second assignment will focus on more advanced JavaScript skills including: modules, promises, using / defining objects using the "class" keyword and passing functions as parameters (callback functions).

The main objective is to create and test a module that is responsible for pulling data from multiple files as well as to provide multiple promise-based functions that "resolve" with the data.

# Specification:

This assignment will consist of multiple files, including: a main "a2.js" file, a "modules" folder containing one module ("collegeData.js") and a "data" folder containing two files ("courses.json" & "students.json").

### **Step 1:** Create the Files & Directories

Whenever we start a new project or example for this course, we will always create a new folder to contain the code. For this assignment, start by creating a new folder somewhere on your local machine to house all of your code. Once you have done this, open it up in Visual Studio Code and create the following file / folder structure:

![](data:image/png;base64,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)

### **Step 2:** Obtaining the Data (courses.json & students.json)

The data for this assignment will exist in two separate files: courses.json and students.json. Follow the steps below to obtain the data. **Recall:** [JSON](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/JSON) stands for **JavaScript Object Notation** and is a way of representing JavaScript Objects in a plain-text format.

* Open your web browser and navigate to: [this link (courses.json)](https://pat-crawford-sdds.netlify.app/shared/winter-2022/web700/A2/courses.json) and copy the contents of the JSON file to your own courses.json file (within the "data" folder).
* Next, navigate to: [this link (students.json)](https://pat-crawford-sdds.netlify.app/shared/winter-2022/web700/A2/students.json) and copy the entire contents of the JSON file to your own students.json file (within the "data" folder) - this should be an array of 280 "student" objects

### **Step 3:** Writing the "collegeData" Module

The promise driven collegeData.js module will be responsible for reading the students.json and courses.json files from within the "data" directory, parsing the data into arrays of objects and returning elements (ie: "student" objects) from those arrays to match queries on the data.

Essentially the collegeData.js module will encapsulate all the logic to work with the data and only expose accessor methods to fetch data/subsets of the data.

### **Module Data**

To help us manage the data in this module, we must create a **class** called "Data" according to the following specification:

* This class only contains a single constructor which takes two parameters: **students** and **courses**.  
  + This constructor will take the value from the **students** parameter and use it as the value for a property called "students" within the class
  + Similarly, the constructor will take the value from the **courses** parameter and use it as the value for a property called "courses" within the class

Once the class definition is complete, proceed to declare the variable "dataCollection" beneath the class and assign it to ***null***. This will be the variable that holds an *instance* of the "Data" class once its created (within the "initialize" function defined below).

### **Exported Functions**

Each of the below functions are designed to work with the students and courses datasets. Since we have no way of knowing how long each function will take (we cannot assume that they will be instantaneous, ie: what if we move from .json files to a remote database, or introduce hundreds of thousands of objects into our .json dataset? - this would increase lag time), **every one of the below functions must return a promise** that **passes the data** via it's "**resolve**" method (or - if **an error occurred**, passes an **error message** via it's "**reject**" method).

When we access these methods from the a2.js file, we will be assuming that they return a promise and we will respond appropriately with **.then()** and .**catch()**.

initialize()

* This function will read the contents of the "./data/students.json" file  
    
  **hint**: see "[Reading files with Node.js](https://nodejs.dev/learn/reading-files-with-nodejs)" (from the documentation), ie:  
    
  fs.readFile('somefile.json', 'utf8', function(err, dataFromSomeFile){  
   if (err){  
   console.log(err); // or reject the promise (if used in a promise)  
   return; // exit the function  
   }  
     
   let data = JSON.parse(dataFromSomeFile); // convert the JSON from the file into an array of objects  
   console.log(data);  
  });
* Only once the read operation for "./data/students.json" has completed successfully (not before), repeat the process for the "./data/courses.json"
* Once these two operations have finished successfully, create a new *instance*of the **Data** class (defined above) and assign it to the variable dataCollection using the data returned from your fs.readFile operations, ie:  
    
  dataCollection = new Data(***studentDataFromFile***, ***courseDataFromFile***);  
    
  Going forward, you can access the full array of **students** and **courses** in your other functions using the **dataCollection** object, ie: **dataCollection.students** or **dataCollection.courses**
* Finally, invoke the **resolve** method for the promise to communicate back to a2.js that the operation was a success.
* **NOTE:** If there was an error at any time during this process, instead of outputting an error to the console, invoke the **reject** method for the promise and pass an appropriate message, ie: reject("unable to read students.json").

getAllStudents()

* This function will provide the full array of "student" objects using the **resolve** method of the   
  returned promise.
* If for some reason, the length of the array is 0 (no results returned), this function must invoke the **reject** method and pass a meaningful message, ie: "no results returned".

getTAs()

* This function will provide an array of "student" objects whose **TA** property is **true** using the **resolve** method of the returned promise.
* If for some reason, the length of the array is 0 (no results returned), this function must invoke the **reject** method and pass a meaningful message, ie: "no results returned".

getCourses()

* This function will provide the full array of "course" objects using the **resolve** method of the   
  returned promise.
* If for some reason, the length of the array is 0 (no results returned), this function must invoke the **reject** method and pass a meaningful message, ie: "no results returned".

### **Step 4:** Writing the "a2.js"

The final development step in the assignment is to actually write the a2.js file that will test the functionality of our module:

* First, we must "require" the collegeData module at the top of a2.js
* Next, we must invoke the "initialize" function from our collegeData and output a success message to the console of it was successful and an error message if it failed (using then and catch).
* Once this is complete, try running your code. If you see the success message, then you were able to successfully read both files and you can proceed with the rest of the assignment. If you see the error message, go back and look at that "initialize" function and make sure there aren't any errors.
* Now that you're confident that your initialize function works properly, you can delete your success message and in its place, write code to test (invoke) all 3 of your other functions from collegeData:

getAllStudents()

* To ensure that this function is working properly, output the number of students to the console in the format: "Successfully retrieved **x** students", where **x** is the number of students (**HINT**: You can use the [array.length](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/length) property to get the number of elements in an array)

getCourses()

* Testing this function is almost identical to what was done for "getAllStudents()", however it will display the number of "courses" returned in the format: "Successfully retrieved **x** courses", where **x** is the number of courses.

getTAs()

* This is the final function to test. To ensure it works properly, display the number of "TAs" returned in the format: "Successfully retrieved **x** TAs", where **x** is the number of TAs

**NOTE**: Do not forget to handle the possibility that a promise returned from collegeData may get **reject**ed in the future, so do not forget to include "catch" functions where appropriate.

### **Step 5:** Confirming the Output

If everything is working properly once the program starts, you should see the following in the console:

Successfully retrieved 260 students

Successfully retrieved 11 courses

Successfully retrieved 30 TAs

## Assignment Submission:

1. Add the following declaration at the top of your a2.js file:

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
\* WEB700 – Assignment 2  
\* I declare that this assignment is my own work in accordance with Seneca Academic Policy.   
\* No part of this assignment has been copied manually or electronically from any other source  
\* (including web sites) or distributed to other students.  
\*   
\* Name: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ Student ID: \_\_\_\_\_\_\_\_\_\_\_\_\_\_ Date: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
\*  
\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

1. Compress your working folder (containing your a2.js file as well as your "data" and "modules" folders) and submit it on My.Seneca

## Important Note:

* **NO LATE SUBMISSIONS** for assignments. Late assignment submissions will not be accepted and will receive a **grade of zero (0)**.
* Submitted assignments **must**run locally, ie: start up errors causing the assignment/app to fail on startup will result in a **grade of zero (0)** for the assignment.
* After the end (11:59PM) of the due date, the assignment submission link on My.Seneca will no longer be available.